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Abstract— Software systems evolve into complex systems every day. Component-based software model is a new trend in software development. The main idea is to reuse already completed components instead of developing everything from the very beginning each time. Use of component-based software development brings many advantages: faster development, lower costs of the development, better usability, etc. Software engineers usually use many test suites to detect whether faults introduced into Component Based models. The testing technique works by to doing all existing test cases, but technique however require a lot of time and efforts, depending on the size and complexity of the component based system under test. This paper reviews test case prioritization in CBS models.

Index Terms—Test Cases, Component Based Software Engineering, Test case prioritization.

I. INTRODUCTION

Component Based Software (CBS) System are mainly constructed from reusable components such as third party components and Commercial-Of-The-Shelf (COTS) components with minimum engineering efforts and resource cost and to facilitate fast-paced delivery of scalable, evolvable software systems. Software applications are assembled from components from a variety of sources; the components may be written in several different programming languages and run on several different platforms or we can say that components are heterogeneous in nature [1]-[2]. A Software component is a software building block that is conforms to a component model & it can be independently composed and deployed without modification according to the composition standard [2]. By using components it is possible to produce more functionality with the same investment of time and money [3]. A generally accepted view of a software component is that, it is a software unit with provided services and required services from others too (Fig. 1). The provided services are operations performed by the component whereas, the required services are the services needed by the component to provide target services [4].

Fig.1 Service Scheme of Software Component [4].

II. COMPONENT BASED SOFTWARE ENGINEERING

Component based software engineering is widely accepted as a new and latest approach to software development. Nowadays the software systems are highly complex, large and uncontrollable. These result in lesser productivity, higher risk management and greater software quality. So, there arises the need for component based systems [5].Component-based software engineering (CBSE) intends to build large software systems by integrating pre-built software components. The high productivity is achieved by using standard components [6]. The principles of CBSE can be best described by the following two guiding principles: reuse but do not reinvent; assemble pre-built components rather than coding line by line [6].

A component:

- Independent and replaceable part of the system;
- Performs a particular function;
- Works on a well-defined architecture;
- Communicates with the help of interfaces [5].

CBSE is a process of integrating the various software components to form an application to satisfy a functionality [5]. CBSE shifts the emphasis from programming to composing software systems [4].

A. Goal of CBSE:

- Cost reduction;
- Ease of assembly;
- Reusability;
- Maintainability;
- Customization and reusability [7].

III. COMPONENT BASED SOFTWARE DEVELOPMENT

Every product, including software products, has a lifecycle. A products lifecycle phases are: concept, development, production, utilization and retirement [8]. Modern software systems become more and more large-scale, complex and uneasily controlled, resulting in high development cost, low productivity, unmanageable software quality and high risk to move to new technology. So growing demand of searching for a new, efficient and cost-effective software development paradigm [9]. There exist many models for software development processes and lifecycles. Most of them are specified considering some specific, often non-technical goals, such as quality, predictability, dependability, or flexibility, and are often independent of technology [8]. CBSD is based on the idea that software...
systems can be developed by selecting appropriate off-the-shelf components (COTS) and then assembling them with a well-defined software architecture. Where COTS components can be checked out from a component repository, and assembled into a target software system as shown in (Fig. 2) [9].

A. Component based software architecture
CBSE emphasizes modular architecture so that we can partially develop a system and incrementally enhance the functions by adding and/or replacing components. To make such design possible, we need a sound foundation of software systems, that is, software architecture. They are provided in the form of frameworks. Frameworks are workable reference to the underlying software architecture. To be effective, framework can be hierarchical up from domain independent to domain specific [10].

Advantages of component based software systems over the traditional systems are:
- Less time consuming.
- Components can be integrated with ease.
- Lesser cost incurred in building.
- Lesser time-to-market.
- Follows predictable architectural patterns.
- Provides higher quality results.
- Increases maintainability [5].

IV. TEST CASE PRIORITIZATION TECHNIQUES
Test case prioritization techniques schedule test cases in an execution order according to some criterion. Because running all test cases in an existing test suite can consume an inordinate amount of time. So testers may want to order their test cases so that the test cases with the highest priorities, will run first to maximize some objective function. When the time required to execute all test cases in a test suite is short, test case prioritization may not be cost effective [12].

A. Ant Colony Optimization based on foraging behavior of ants in nature. During food hunting, ants leave pheromone on the traveled paths, and the shortest path will be discovered through teamwork and pheromone evaporation process. In beginning ants choose random paths toward the food source (Fig.4). Pheromone evaporates in different evaporation rates according to the length of paths, therefore, the longer the path, the more pheromone evaporation. The other follower ants will choose the shorter path (Fig.5) according to the amount of residual pheromones. Through the time evolution of the group cooperation, ants will eventually choose the shortest path. In addition, the number of ants also affects the search result of the shortest path. In the initial stage of foraging search, there must be a sufficient number of ants to perform path mining. If the ant colony size is too small, it would not be able to comprehensively search for all the possible paths and may lead into a local optimization [13].

B. In test case prioritization “Quality based requirement” is an innovative approach for evaluating the quality of requirements in software projects based on multiple quality evaluation criteria. Specifically, it presents a methodology that uses Desirability Functions to create a unified measurement that represents how well requirements meet quality attributes and how important the quality attributes are for the project. By modifying the parameters of the desirability functions, quality and priority of requirements can be evaluated. Overall, this approach proved to be a feasible technique for
efficiently evaluating the quality and priority of requirements in software projects [14].

C. Genetic Algorithm is based on the idea on the natural evolution and lies on the concept of the survival of fittest into a solution space. Each cycle of GA process includes initialization (encoding), selection based on fitness function, reproduction using crossover or mutation. The cycle is repeated till a solution is found [15]. Genetic algorithm collect pairwise information useful to prioritize the test case for a software system. They have applied algorithm to a real case study, consisting of a non trivial number of requirements, which makes AHP hardly applicable. This approach scaled to the size of the considered case study and produced a result that outperforms GA (i.e., a genetic algorithm which optimizes satisfaction of the initial constraints, without gathering further constraints from the user). Specifically, by eliciting between 50 and 100 pairwise comparisons from the user it was possible to obtain a substantially better ordering of the prioritized requirements [16].

V. CONCLUSION

In this paper we study about component based software engineering and some test case prioritization technique. Component based software development qualifies, adapts, and integrates software components for reuse in a new system. A component is a trivial component is a non-trivial, nearly independent and replaceable part of a system that fulfills a clear function in the context of a well-defined architecture. When a software system is developed then to ensure the quality, reliability, robustness and functionality of system testing is necessary. Test case prioritization is a method of scheduling and ranking the test cases from multiple test suites of software to reduce time required for testing.
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